K-Nearest Neighbors (KNN)

Mads Mgller

LinkedIn: https://www.linkedin.com/in/madsmoellerl/

Mail: mads.moeller@outlook.com

This paper is the fifth in the series about machine learning algorithms. The Nearest Neighbor algorithm is
used for classification problems but can also be used for regression. Nearest Neighbor is also a supervised
machine learning algorithm, meaning that our data need to be labelled. The Nearest Neighbor algorithm
is one of the most popular algorithms within classification. It is moreover a multi-class classification

algorithm.

1 Dissimilarities and Distances

The intuition behind behind the KNN algorithm is reflected in its name. We measure how much each
observation are similar to other observations. In KNN, similar observations are assigned to the same
class. Similarity is the keyword when we talk about KNN. There are a lot of different methods of how
you can measure similarity between observations, we will dive into some of these methods in a moment.
The complement of similarity is dissimilarity and when we talk about KNN it is actually the dissimilarity

we are interested in. We define a dissimilarity as a function § that satisfy:

® 4;; >0
® ;=0
® 0ij = 0ji

Where i and j are different observations.

We can from the dissimilarity function see that one observation is equal to (100% similar or 0% dissimilar)
another observation if d;; = 0. Some well-known distances for continous variables are Euclidean distance,
Manhattan distance and Maximum distance. All of these three distances belongs to a family of distances

called [,-distances.

1.1 Distances for continous variables

The first distance we will take a look at is the Euclidean:

d(Xi,Xj) = \/(.1‘11 — Jﬁjl)Q + (l‘ig — $j2)2 + ...+ (xik — xjk)Q (1)
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In a 2D or 3D setting the euclidean distance can be seen as the length of the straight line that connects

two observations in our feature space.

The Manhattan distance is very similar with the Euclidean distance. We can calculate the Manhattan

distance in the following way:

d(xi,x;) = |win — zj1| + [wi2 — zje[ + ... + [Tk — )k (2)
The last distance measure we will see is the Maximum distance:

d(xi,%;) = max{|z;1 — zj1], [zi2 — @j2l, .., [Tik — 24k]} (3)

You can think of the Maximum distance as the worst case, or the longest distance for a variable between
two observations. As mentioned earlier all of these distances belongs to a class of distances called [,-

distance. The general formulation of [,-distance is:
d(xi,xj) = (|win = ojnl? + |zio = wjol” + .+ Jig — ajel)'7 (4)

From the general formulation we can see that for p = 2 we have the Fuclidean, for p = 1 we have the

Manhattan and for p = oo we have the Mazimum.

1.2 distances for categorical variables

Until now we have only been looking at how we can measure distance between continuous variables.
However, in many cases a dataset also contains categorical variables. We also need to be able to measure
how "far” an observation is from another observation if we have a categorical variable. There are three
popular measurements of distances for categorical variables. These are called Hammig, Simple Matching

and Jaccard. The Hamming distance is based on counting;:
d(x;,x;) = cardinality{s : z;s # xs} (5)

It is counting the number of differences in categorical variables between two observations. So, imagine
a dataset with three categorical variables. If two observations only has the same category in one of the
three variables then the Hamming distance would be 2. Because there are two categories where the
observations are different. The other two measurements are simple as well but we will not go into these

in this paper.

When you have a dataset with both continuous and categorical variables normally the algorithm within

the program you use will do a mixture of distances in order to handle both data types.

2 The KNN Algorithm

The KNN algorithm is based on similarity arguments. The KNN algorithm does not deliver a model per

se, but it is an algorithm to classify new observations in an already existing dataset. Similarity defines



the "neighbors” in KNN. The neighbors are the most similar observations to a new observation. The K
in KNN is a constant (hyperparameter) that defines how many neighbors the algorithm should find. The

”problem” with KNN is that it is a computational expensive algorithm.

2.1 Class Assignment

For new observations, the predicted class is defined by the K closest (most similar) neighbors. How
KNN is classifying a new observation is by looking at the majority class in the K-nearest neighbors.
The new observation will be assigned to the same class as the majority of its neighbors. Given a new
individual X;e,, the KNN algorithm is calculating 6,,c,,,; for all 7 in the training dataset. Afterwards the

dissimilarities are being rearranged in increasing order, e.g.

§new,(1) < 6new,(2) <. < 6new,(K) < 5new,(K+l) << 5new,(n)

The K first observations are the so-called nearest neighbors. ¢, is the majority class among the K

nearest neighbors.

2.2 Hyperparameter Tuning

As in almost all machine learning models there are hyperparameters we can tune to increase our "model”-
performance. In case of KNN we do not really have a model, but we can tune some hyperparameters to
make our classification performance better. The number of neighbors, K, is the most obvious hyperpa-

rameter we can tune. You can also tune the p in [,-distance measurement.



